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1 Parallelism: one more (ya-a-awn) aspect
of interval computation or an exciting
glimpse into the future?

Let’s’face it, there are many things in interval computation that are (nec- .
essary, but) dull.

There is a universe of numerical problems out there. For many of these
problems, existing algorithms do not give a guaranteed estimate. It is
important to find an interval version whose results will be guaranteed.

Necessary? Oh, yes. Technically difficult? Often extraordinarily dif-
ficult. Exciting? But, honestly, it is difficult to get excited about a new
mterval method of solving, say, stochastic integro-differential equations
that gives accuracy n~°¢ instead of n=%° (unless of course, there is a new
trick there or an exciting application)!. 5

The main puri)ose of this Editors’ introduction is to persuade the read-
ers that parallel computations are exciting. We want the reader to share
our enthusiasm.

In this Introduction, we have tried to be as up-to-date as possible.
We have therefore included conference abstracts and available technical
reports in addition to published papers. However, this introduction is not
a survey. To be more accurate, it is not yet a survey. We would love
to make it more comprehensive, and we welcome any references that we
missed or any suggestions for enhancing its usefulness.

Let us begin!

'We made this example up. carefully avoiding any mentioning of any real problem that has
ever made us yawn. If by accident there is someone who has actually proved such a theorem,
we present him /her with our most sincere (yawn, sorry) apologies.
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2 Why are interval computations
necessary?

2.1 A (brief) general overview of the problems
that our world faces

Before we start convincing the reader that parallel methods are necessary
for interval computations, let’s first describe why interval computations are
necessary in the first place.

Again, this is not a survey, so we do not enumerate all possible reasons,
but we will try not to miss the main ones.

Crudely speaking, all problems that we are solving in real life can be
divided into two big groups: analysis and synthesis.

o Analysis means that we already have an object, and we are interested
in some properties of this object.

e Synthesis means that we are not satisfied with the existing objects,
and we would like to design new objects with desired properties.

Both types of problems use computations.

2.2 Computational aspects of analysis, and where
interval computation comes into the picture

Analysis means that we are interested in some properties of a known-object.

Some of these properties, we can simply measure (like a body temper-
ature). No computation is necessary here. However, such measurements
are never absolutely accurate. Therefore, the result # of measuring z can
differ from the actual value of x. How large can an error Az = & — z be?
Manufacturers of measuring instruments guarantee some accuracy A; this
means that the error will never exceed A: |Az| < A. So, if our measure-

ment result is &, then the possible values of + = & — Az form an interval
[ — A, Z+ A
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Sometimes, in addition to the accuracy, the manufacturer guarantees
some statistical characteristics of the measurement error; typically a stan-
dard deviation. This situation is well-developed in measurement theory
(see, e.g., [86]). '

Some quantities we can simply measure. But for many others quanti-
ties, it is either impossible or too costly to measure them directly. Such
situations are very frequent. For example, practically all the numbers that
excite the readers of a popular science journal cannot be measured directly.
There is no ruler to measure the distance between us and a quasar, no scales
to weigh the Earth or our Galaxy, no speedometer to measure directly the
speed of elementary particles. ‘

Since we cannot simply measure, we need to compute such values. All
these values are measured indirectly: we measure several other quantities
T1,...,Z, that are related to the desired one y, and then we reconstruct
the value of y from the results #; of measuring ;. In other words, we
have an algorithm f that takes the values Z; and returns an estimate y =
f(Z1,...,%,). This estimate is called a result of indirect measurement.

And here comes the problem:
The problem is to estimate the error of this estimate.

For example, in case we know the accuracies A; with which we measured
z; (i.e., if we know the intervals [&; — A;, Z; + A;] of possible values of z;),
then we would like to know the interval of possible values of y. This is the
basic problem of interval computation with which the entire field started
(see, e.g., [64]):

We know:

1) n intervals X;;

2) an algorithm f that transforms n real numbers T1,...,%, into a real
number y = f(xy,...,%,). )

We are interested in estimating the interval

f(Xy,. 0, Xn) ={y|ly = f(z1,...,x,) for some z; € X1,...,2, € Xy}
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The first algorithms of interval computation were designed to solve this
problem, i.e., either to find f (X1,...,Xn), or, if this is not exactly possible
at least find an interval F' that contains R 15 X))

- Sometimes, the relationship between y and =; is given only implicitly.
We just considered the case when we already have an algorithm that trans-
forms x; into y. In some real-life situations, we.do not have such an algo-
rithm. Instead, we know equations that relate y and z;. So, to determine
Y, we must solve this system of equations.

b

So, suppose that we know intervals X, of possible values of z;, and an
equation that relates x; and y, and we want to find an interval V of possible
values of y. In such a situation, one possibility is first to find an algorithm
that solves the equation, i.e., that transforms z; into y, and then apply
some known method of estimating F' to this algorithm.

But in many cases (even for linear equations), it turns out that one
can compute the interval of possible values of y directly from the system

of equations, and end up with a better estimate and J/or with a faster algo-
rithm.

In some cases, the situation is even more complicated. In our descrip-
tion of the problem, we considered the case when we know the exact rela-
tionship between z; and y. In other words, we considered cases in which

either y = f(z1,...,x,) for some known f, or F(zi,...,z,,y) = 0 for some
known F.

But in many cases, we know the relationship between z; and y only
approximately (i.e., y = f(z,...,2,), but generally speaking, y #
i Z1 e . ,xn)). In such cases, even if we knew the exact values of Z;, we
would still get an estimate § = f(z1,...,2,) that is different from the
desired value y.

This situation occurs, e.g., when we are interested in a physical quan-
tity z that is not uniquely determined by ; (in the sense that it is possible
to have two situations with exactly the same values of Tl,...,T, but dif-
ferent values of z). In such situations, we cannot estimate » from z;, but
what we can estimate is the probabilities for different value of z or other
statistical characteristics y of Y. Such a characteristic y 1s already uniquely
determined by x;.
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In some cases, there exist algorithms that estimate y exactly. But often,
no ready-made algorithm is known that will compute the value y of the
desired characteristic for a given x1,...,z,. In such cases, we can use the
following general method (called the Monte-Carlo approach):

1) we use a computer to simulate the stochastic dependency between x;
and z;

2) we run this simulation program several times; as a result, we obtain a
finite set of values z!,..., 2Y; from the statistical viewpoint, this set
is a sample from the population distributed according to the desired
probability distribution;

3) we then use standard methods of mathematical statistics to esti-
mate the desired parameter y of this distribution from the sample

(21,2,

As a result, we obtain an estimate f(z1,...,z,) for y. This f is a
statistical estimate that is based on using a finite sample. Therefore, f is
only an approximate estimate.

Monte-Carlo algorithms are used not only for statistical problerns, but
for deterministic problems as well. Monte-Carlo method sounds- simple
and fast. It actually is (in many cases) simple and fast. That is why
it is used not only when we do not have an algorithm for computing
y = f(z1,...,2,), but also when such an algorithm exists, but is too
complicated. For example, when we know that y is a multi-dimensional
integral I = JqF(§)dy over some area ), then instead of approximating
the interval by a multi-dimensional integral sum, we simulate a random
vector that is uniformly distributed on ). For this random variable, the
integral is equal to the volume of this area V (2) multiplied by a mathemat-
ical expectation M of F(§). The mathematical expectation is khown to be
equal to the limit of the arithmetic average (1/N)(F(§') + --- + F("))
when N — oco. Therefore, to estimate M, we run the simulation program
several times, compute F(3*) for the resulting ¥, and take the arithmetic
average as the desired estimate for M. *

Another application of a Monte-Carlo method to error estimation is
even closer home: [46-48, 50] use the technique to solve the basic problem
of interval computation.
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-

2.3 Computational problems related to synthesis

Synthesis means that we want to design an object with desired properties.
In computational terms, it means that we want to compute the design
parameters Z of the desired object. There are two main types of synthesis
problems. :

1. Problems in which we want to find the values # that satisfy some
given properties. These properties are usually formulated in terms of
equalities and inequalities, so, in mathematical terms, we are inter-
ested in solving an equation, or a system of equations and inequalities.

For example, we want to find the parameters of the controller that
make the plant stable.

In this formulation, if there are several different sets of values that
satisfy the given property, then any of these sets will do. :

2. Problems in which we are looking for a vector # that not only satisfies
the given constraints, but which is optimal in th(-\: sense that for 7, a
given objective function J(Z) attains the biggest*possiblé value.

In both cases, we must take into consideration the fact that the param-
eters are often determined by measurement and thus not exactly known.
Therefore, methods have been developed that take interval uncertainty
into consideration while solving equations or optimization problems. These
methods are also an important part of interval computation.

3 Why parallelism is necessary for interval
computation?

3.1 Interval computation is NP-hard

In the previous section, we formulated the basic problem of interval compu-
tation. Alas, life is tough. Even for the simplest functions f, this problem
cannot be solved. To be more precise, [19] proves that this problem is in-
feasible (or, to use the precise mathematical term, NP-hard; see, e.g., [26])
- even for polynomial f.
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Another example of an intractable problem (in the general, case) is
solving a system of interval linear equations ¥; A;;z; = b; ([49]) when
we know only the intervals of possible values of A;; and b;, and we are
interested in finding the intervals of possible values of z;.

3.2 NP-hardness

That a problem U is NP-hard means that if there exists an algorithm that
solves U in polynomial time, i.e., whose running time.does not exceed some
polynomial of the input length, then a polynomial-time algorithm would
exist for practically all discrete problems such as propositional satisfiability
problem, discrete optimization problems, etc. It is a common belief that
for at least some of these discrete problems no polynomial-time algorithm
is possible (this belief is formally described as P # NP). Thus there cannot
be a polynomial time algorithm for the interval computation case (or else
there would be for all discrete problems, which we don’t believe). So, the
fact that the problem is NP-hard means that no matter what algorithm we
use, there will always be some cases for which the running time grows faster
than any polynomial. Therefore, for these cases the problem is intractable.

In other words: if a problem is NP-hard, this means that no practical
algorithm is possible that will solve all particular cases of this problem.

For interval computation this means that if we have an algorithm that
inputs f and X; and returns an interval F D f(X,,... ,Xn), then:

1) either this algorithm takes too long to compute F (sometimes, a time
that grows exponentially with n); or

2) this algorithm overestimates, i.e., returns an interval F that is much
larger than the minimal interval f (X1 X

In either case parallelism is necessary for interval computations:

1. If an algorithm takes too much time, then it is natural to run several
computational steps simultaneously on several processors. Thus, the
total running time will decrease.

2. Suppose now that an algorithm U (that is currently the best for
a given problem) overestimates. This algorithm U is the best in
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the sense that, e.g., among all known algorithms that compute F in
reasonable time, this one produces the intervals F' that are (in the
majority of cases) the closest to the ideal interval f(X1,...,X,). Al-
though F' is the best in the majority of cases, in other cases, other
algorithms can give better estimates F. So, it is natural to combine
this “best” algorithm with one or several other algorithms, and pro-
duce the intersection of all the resulting estimates F' as the estimate

for f(X1,...,X,).

o If U is fast and there is time left, we can use this extra time to
run some other algorithins and thus improve F.

e But when we have thus exhausted a given running time and
still want to improve F', we have no other possibility but to run
other algorithms in parallel.

Well, life is tough, but not that tough. We have argued that paral-
lelism is necessary for interval computations. Let us now show that many
problems of interval computations are easily parallelizable, so para]lehsm
is possible. Before we do that, we 1ssue one warning.

4 Warning: almost all algorithms are
(theoretically) parallelizable, but this
parallelization is not always practically
usable

Parallelization is theoretically possible for virtually any algorithm. We
ergue as follows. Each algorithm is a sequence of computational steps.
The final step consists of applying some elementary operation op to some
previous results a and b: f := op(a,b). If neither a nor b is given, but
each is obtained by some series of computations, then this algorithm can
be parallelized as follows: let one processor compute a, and at the same
time let another one compute b; then, compute f = op(a, b).

However, if one of the values a,b is given, then this method will not
work. There are two possible cases here :
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1. If both values are part of the input, i.e., they are both given, then this
algorithm consists of a single elementary operation. So, its rynning
time is equal to the time of one elementary operation. This algorithm
is thus already as fast as possible, and of course, we cannot gain by
parallelizing it.

2. Assume now that only one of the values is given. Then, the other
value must be computed. We can apply the above idea to parallelize
the computation of this second value and thus decrease the total
running time.

The only case when this idea will not work is when we have an algorithm
that at each stage, combines some computed result with a given value.
There are a few real-life algorithms of this type:

¢ computing the sum s = 2, + - -+ + 2, of n given values;

¢ computing the product s = 2y x .-+ x z, of n given values;

e computing the scalar (dot) product s = 2y x g1 +- - -+ 2, ¥ Yn of two
given vectors & = (z1,...,z,) and § = (yy,... s Yn)-

All of these algorithms are also parallelizable (see, e.g., [36]). For ex-
ample, we compute a sum using two processors:

1) divide the sum into two parts: from 1 to n/2, and from n/2+1 to n;

2) compute the first sum y; = 27+ - - - + T,/9 on the first processor, and
simultaneously compute the second sum ys = z,, /241t -+, on the
second processor; ]

3) compute the final sum s = y; + ys.

The problem with the above-described “theoretical parallelization” is
that communication also takes some time; usually, the time for one com-
munication step is much larger than the time for one computation step.
Therefore, if by parallelizing, we save the time equivalent to one ecom-
putation step, at the expense of one additiofial communication step, then
overall, the running time will increase rather than decrease as we expegcted.
Hence, such a parallelization makes no sense.

2 3akas 3
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For example, if f = (z1+9) - (z3+ 24) (3 elementary operations), then
according to the above-described idea, we can compute a = x; 4+ 73 and
b = 23 + x4 in parallel (taking the time of one computational step), and
then multiply these results (one more computational step). Totally, we
need the time of two computational steps for computations (thus saving
one). However, we would need one communication step, since in order
to multiply the values ¢ and b (that have been computed by different
processors), we must bring them to one processor.

In view of the above warning, in the following text we will examine only
reasonable parallelizations, those that actually save time.

5 Using parallelism in interval computation

5.1 [ is linear: The simplest possible case

In this case, y = 121+ - -+ Cay. If we know the intervals X; = [z;, z;] of
possible values of z;, then the interval Y of possible values of y is equal to
1. X1+ -+ ¢, X, where cX and X +Y are standard interval operations:

clz™, 2] = [ez7,cx], f c>0
cx™,zt] = [ezt,ca7], <O

a7, a™]+[b7,0%] = [a7+b7,a" +07].

This problem is easily parallelizable (as in the similar non-interval problem,
see above): if we have two processors available, then we do the following:

1) divide the sum into two parts: from 1 to n/2, and from n/2+1 to n;

2) compute the first sum ¥; = ¢ X+ - -4+¢,/1.X;, /5 on the first processor,
and simultaneously compute the second sum Yz = ¢, /941Xy /2414 -+
¢y X, on the second'processor;

3) compute the final sum Y =Y; + V5.

As a result, we need only about half the time to compute the sum. If we
have more processors, then we can apply the same trick to speed up the
computation of each half-sum, etc.
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Similar parallelization techniques can be applied to computing multi-
Jinear operations such as the scalar (dot) product of two interval vectors,
and to multiplying two interval matrices (see, e.g., [6, 13, 37, 38, 51, 89]).

The above-described parallelization of linear and multi-linear compu-
tations can also speed up an arbitrary algorithm that contains linear or
multi-linear steps. In particular, this speedup is dramatic for algorithms
that mainly consist of such steps. z 7

As an example of such algorithms, we can take the solution of systems
of linear equations (see, e.g., [4, 61, 100, 111]; these parallelizations, of
course, use -other ideas as well). For the special class of such J—diagonal
equations, parallel algorithms were presented in [17, 18, 39, 40]. i

5.2 f is almost linear

Very frequently, the measurement errors are so small that their squares can
be safely neglected (see, e.g., [86]). For example, if the measurement error
is & 1% (i.e., ~ 0.01), then the square of this error is & 0.0001, Terms of
this order are much smaller than 1%, and for all practical purposes, they

can be safely neglected. Thus [ is nearly linear and we may solve this
problem as follows.

In our main example (indirect measurements), after measuring x; with
accuracy A;, we get an interval [z}, 7] = [& — Ay, & + Ax;] of possible
values of z;. So, if we are given an interval [x7,27], then we can reconstruct
T as Z; = (1/2)(z7 + ), and A; as A; = (1/2)(z} — 7). An arbitrary
element z; of this interval can be represented as #; — Az;, where Az; =
T; — x; is such that |Az;| < A

In these terms, we are interested in finding the upper bound A for |Ayl,
where Ay = § — y (error of indirect measurement), § = f(&y,...,%,), and
Yy = f(z1,...,2,). By the definition of Az, x; = &; — Ax;, therefore,
Ay = f(zq,... yEn) — f(Z1 - Azy,. .. 7, — Az,). Since the values Az; are
assumed to be small, we can expand this expression for Ay in a Taylor
series, and neglect the terms that are quadratic (or of higher order) in
A-ﬁf‘\&? a result, we arrive at the following expression: Ay = [, where

l_ = f1Az 4+ + f 2Azy, and f; denotes the value of the partial derivative

'.? gf at the point (zy,...,%,).

2%
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If we want a guaranteed estimate, we must estimate the error of this
approximation, i.e., we must find 7 such that |Ay — | < 7. The largest
possible value of [ is attained wlhen each term f;Az; in the sum attains its |
largest value. When f; > 0, this happens when Ax; is the largest possible
(i.e., when Az; = A;). When f; < 0, this happens when Ax; takes its
smallest possible value, i.e., when Az; = —\,. In both cases, this largest
possible value of f;Az; equals |f;|A;. Therctore, the largest possible value
of the sum I is L = |f1]A1 + -+ [ fa]Dn. ‘
Similarly, one can easily prove that the smallest possible value of [ is — L.
Therefore, possible values of [ fill an interval [-L, L]. Since |Ay —1} < 7]
we can conclude that i '

Ayl < JI| +]Ay =1 < L+

So, we can take L + 7 as the desired estimate for A (in terms of intervals,g

we take

i RN AR S D1

F=j—(L+n),i+(L+n)]

(To complete the description of an algorithm, we need to specify how

to compute the derivatives. If f is given as an analytical expression, thenf:??
the derivatives can be computed automatically.) f
This is a pretty good estimate for ¥ = f(Xy,..., X,). The value L is alf
possible value of [ for some Az;. For these Axz;, we have Ay = [+(Ay—1) 2
| — |Ay — 1| > L —n. Therefore, A (defined as a largest possible value of
|Ayl) is also greater than or equal to L — 7. So, L—n <A< L +n. :
When n = 0, we get L+n = A, s0o F = Y = f(Xy,...,X,). We ar(’
considering the case when quadratic terms are negligible. This means thaf%
terms that are quadratic in Az; (in particular, 7, which is our estimatf‘g
for these terms) are much smaller than terms that are linear in Aw; (111
particular, than [, and hence, than L which is the largest possible valut
of 1). So, n < L, and therefore, L + n is a pretty good estimate fOI
Ael[L—nL+nl

The above-described algorithm consists of two steps.

1. Estimating the derivatives f;.

9. Computing L = |f1|A1 4+ [fnlAn, and L +7.
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As soon as we know f;, the second step can be parallelized in exactly the
same way as in the case of linear- f. But the main time-consuming part
of the algorithm is computing derivatives. So, if we really want to save
computation time, we must parallelize the first part.

Such a parallelization has been proposed by Shiriaev in ([89]). There
are two main ideas here.

e First, we can compute all n derivatives in parallel. In particular, if
- we have at least n processors, we can ask each of them to compute
only one partial derivative. ~

e If we have more than n processors, then we can go further and par-
allelize the computation of each derivative.

The main idea of the second step is similar to the above-described

| idea of how almost every algorithm can be parallelized (with the main

| difference that there, this idea did not always work, while here, this idea

to specify how;
xpression, then

]
N

| always works). When we say that f is given as an analytical expression,

we mean that f is represented as a kind of “computational scheme” that
consists of several elementary computational steps. Each of these steps

. consists either in applying an elementary function to some already known

‘he value L is a
=l+(Ay-1) >
ossible value of
v < L+1. |
., Xn). We are
‘his means that?
is our estimate
ear in Az; (in
. possible valug
yd estimate foi

value (that is either given or has already been computed), or in applying
an arithmetic operation to two different numbers whose values are already
known. This computational scheme is exactly how a compiler will perform
these computations, if we write this analytical expression in any high-level
programming language (FORTRAN, Pascal, C, etc).

For example, the expression sin(z? +3 - ) corresponds to the following

| computational scheme (in this scheme, r; will denote the value that is

computed on step 7).

1. We start with a given value ry = z.

2. We apply a function 22 to the known value ry = z, thus getting

r = :C2.

3. Then, we apply an arithmetic operation - (multiplication) to 3 and
To = z, thus getting 7y = 3 . .
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4. Third, we apply an arithmetic operation + to r; = z?and ry =3 -z,
thus getting r5 =7, + 79 (= 22 +3 - 2).

5. Finally, we apply sin to r3, thus getting the final result ry.

To describe how the above-described idea of Shiriaev works for a given
function £, let’s consider the final operation in this computational scheme.
This operation can be either an arithmetic operation op that is applied to
two given terms a and b, or an elementary function g applied to a given
term a.

In the first situation, depending on exactly which arithmetic operation
is used, we have the following well-known formulae for f;:

if f=a+b, then f; = a;+b;;

if f=a—0b, then f; = a;—b;;

if f=a-b, then f; = ai-b+b;-q;

if f=a/b, then f; = (a;-b—b; a)/b®

In the second situation, when f(i) = g(a(:i”)), we have the following for-
mula:

fi=4g(a)-a;.

In the first four cases, we can compute a ; and b ; in parallel (for multi-
plication and division, we can also compute a and b in parallel), and then
compute f;. In the second situation (i.e., in the fifth case), we can compute
¢'(a) and a; in parallel.

If we have more than two processors, then we can similarly parallelize
the processes of computing a ; and b, etc. ;

5.3 Explicit parallelization of algorithms
5.3.1 * Parallelizing interval computations

For all interval operations, we can halve the computation time if we run
two processors in parallel according:to the following ideas.

The standard interval computation techniques of computing an inter-
val F from given f and X; consists of the following: we describe the given
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algorithm f as a sequence of elementary computational steps, i.e., arith-
metic operations and applications of elementary functions, and then, we
follow this description step-by-step, using operations with intervals instead
of operations with real numbers.

The possibility of parallelization stems from the fact that interval oper-
ations are parallelizable: we can usually employ from two to four different
processors to compute the lower and upper endpoints of the resulting in-
terval. This fact can be easily traced for all arithmetic operations:

/
a1, a9] + [b1,00] = [a1 + by, az + b

' [a1, a9] — [b1,bs] = [a1 — b1, a3 — bo].

For + and —, we can compute two endpoints a; &+ b; and ag % by of the
results in parallel.

[a1, a] - [b1, bo] = [min(a1b1, a1by, ashy, ashy), max(aiby, arby, ashy, ashs)].
Here, we can use 4 processors to compute the products a,b;, a;bs, ashy, and

agby, and then two of these processors to compute min and max of these
four values.

Y[} = [1/b,1/a] i 0¢[a,8],

X/Y = X-(1/Y),
9([a,b]) = [g(a),g(b)] if g is increasing, and
9([a,b]) = [g(b),g(a)] if g is decreasing.

Operations X /Y and+g are evidently parallelizable; X/Y is parallelizable
because it is a sequence of two parallelizable operations.

This parallelization suffers from the necessity to have too many commu-
nication steps, so in general, it will not necessarily reduce the computation
time.

AN

In some cases, a similar idea does speed-up the computations.

e For integral equations, a similar parallelization idea was proposed in

[65].

e For ordinary differential equations, a similar idea was used in [16]
and [91]. -4
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This idea leads at best to halving the time, because we compute two
endpoints in parallel instead of computing them sequentially.

In some cases, a similar idea can lead to a much better speedup. For
example, we consider the solution of a system of interval linear equations
¥j aijx; = b; where, for the coefficient matrix a;; and the right-hand side
vector b;, we know only intervals of possible values A;; = [a{j,agg] and
B; = [b;, bf]. For different values a;; € A;; and b; € B;, different solutions
are possible. It is known that the right endpoint x;L of the interval X;
of possible values of z; is equal to the biggest value z; among all the
solution of the system 3=; ai';-xj = b (that is obtained from the original one
by substituting the endpoint instead of a;; and b;). Similarly, the lower

endpoint z; is equal to the smallest of these values.

These auxiliary systems can be solved in parallel, thus speeding up the
computation. This algorithm can be further sped up if we take into con-
sideration that not éll combinations of endpoints are necessary to estimate

ot (1)),

5.3.2 Finding solutions in parallel

If we are solving an equation or a system of equations, then a natural idea
is to divide the domain into several subdomains and use several parallel
processors to check different subdomains for possible solutions. In partic-
ular, if this equation (or system of equations) has several solutions, and
these. solutions are sufficiently different (so that they belong to different
SuB&omains), then each processor will compute its own root. For polyno-
mial and for more general equations, such algorithms were presented in [1,
2, 7, 20-25, 29-31, 33, 34, 66, 78-84, 87 (Section 4.3.3), 88, 90, 94, 97, 98,
104-110]. :

For particular e)éamples we have:

~ @ parallel Newton’s method is described in [66] (see also [94]); .
e parallel chord method for finding roots is described in [88];
e parallel bisection rﬁethod is described in [90].

We presented these techniques in this order because: Newton’s method
is known to be the fastest, the chord method is not as fast, and the bisection
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method is the slowest of the three. Therefore, whenever possible, Newton’s

' method is preferable.

However, Newton’s method is not always applicable: it requires that the

| function be smooth (differentiable), and that we can compute the deriva-

tives. The chord method is also convergent only under some conditions.

| The bisection method is the most universal: it is applicable whenever we

e ——————————— e —

have ‘a function f : [a,b] — R for which the values f(a) and f(b) in end-
points a and b have different signs.

[90] describes applications of parallel interval computations of the roots
to chemical and petroleum engineering.

[23-25, 83] use circular complex arithmetic instead qf the regular inter-
val computations (i.e., a formalism in which basic objects are not intervals,
but circles in a complex plane):

5.3.3 Matrix operations

Another example of explicit parallelization is matrix multiplication ¢;; =
Sk @ikbrj: computation of different elements ¢;; can be done in parallel (see,

e.g., [13]).
5.3.4 Non-linear functions

For essentiélly non-linear functions f, no generally applicable paralleliza-
tion is known. However, in many cases, parallelization can be naturally

| extracted from the nature of the problem. In the following three subsub-
| sections, we will describe three such cases.

5.3.5 Artificial Intelligence (AI)

" Crudely speaking, the main idea of Artificial Intelligence (not the best
! name, but still used for historical reasons) is as follows. To use a computer
| to solve a problem, we must describe an algorithm. It would be nice if we
. could just describe a problem, i.e., describe what we know and what we

want to compute, and the computer will choose or design an appropriate

- algorithm and solve this problem. In other words, we want to find a “meta”-

| algorithm, that would take an arbitrary problem and solve it.
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In general, this problem is undecidable in the sense that an algorithm
that solves all the problems is impossible. However, there exist systems
that have already solved many important problems (e.g., expert systems).

To make an Al system work, we must fill it with knowledge. This
knowledge mainly comes from measurements. For many of these measure-
ment~. we do not know the probabilities of different values of measurement,
error. Therefore, for these measurements, the only information that we

have about an error is its upper bound A. Hence, if we measured the value -

r and the result is &, then the only information that we have about the

actual value of x is that x belongs to an interval [f — A,z + 6]. In view of

this remark, it is no wonder that intervals are used to represent knowledge

in AL

Another reason why intervals are used in Al is that when we represent
knowledge in an expert system, we must not only describe everything that
we know, but we must also enable the computer to distinguish between the !
absolutely reliable knowledge and heuristic rules, i.e., Tules that in general
works fine but can sometimes err. In other words, we need to somehow
describe that our degree of belief in some statement is larger than our

degree of belief in some other rule or fact.

In standard mathematical logic, a statement is either true or false,
typically represented by 1 and 0, respectively.- In other words, absolute |
belief in a statement A is represented by the number 1 and absolute belief
that A is false is described by the number 0. Therefore, it is natural to
represent the intermediate degrees of belief ¢(A) in different statements A
by numbers between 0 and 1. This natural idea is used in the majority of

expert systems.

How to find the value t(A)? There are many methods. For example, -
we can fix a sequence of “standard” statements, and establish a degree of

belief in a given statement A by comparing this degree of belief with the

degrees of belief in these standard statements. However all methods can ::
generate only finitely many bits of ¢(A). Therefore, they cannot generate |
a precise value of ¢(A); they give only an approzimate value. If we ask an

expert more questions, we may get a better idea of her degrees of belief,

but after each sequence of questions, we have only intervals of possible |

values of ¢(A).
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For example, suppose that we have fixed 11 different statements
Ay, ..., Ay as standard ones, and we have defined their degrees of belief as
0,0.1,..,09,1.0. If we know that our degree of belief in some statement
A is larger than in A5 but smaller than in Ag, then the only thing that we
know about ¢(A) is that 0.5 < #(4) < 0.6. In other words, the only thing
we know about ¢(A) is that ¢(4) € [0.5,0.6].

Lét’s describe one more source of interval uncertainty in Al Suppose
that out database contains two statements A and B, with degrees of belief
correspondingly #(A) and ¢(B). We ask a query “A&B?” If A and B are
both absolutely true, then we can also be sure that A&B is true, so the
answer to this query is “yes”.

If we are not absolutely sure in A and B, i.e., if t(4) < 1 and t(B) < 1,
then we are not absolutely sure that A& B is true. So, as an answer to this
query, we must (if we want this system truly to behave like an expert) to
convey a (reasonable) degree of belief in A& B.

If a complex statciment A&B is in our database, with a degree of belief
attached, then we just return this degree of belief as an answer. But what
if it is not? From the commonsense viewpoint, the problem i is ambiguous,
because there are several possible cases.

® It could be that arguments in favor of A and B come from indepen-
dent sources. Here, t(A) is our degree of belief in the first source,
and ¢(B) is our degree of belief in the second source. Since #(4) < 1
and t(B) < 1, we have doubts in both sources. The only case when
we conclude A& B is when we believe in both sources. Even if A is
true, B can still be false. Therefore, our degree of belief in A&B is
smaller than ¢(A) and ¢(B).

® It could also be that arguments in favor of A and B come from the
same source. So, if we believe in A, we thus believe in B and hence,

we believe in A&B. In this case, t{(A&B) = t(A).

Since in practical expert systems, we do not keep track of the arguments

(that would require enormous memory), all we keep is the values #(4) and
t(B). So, for t(A&B), we can thus have different values.

If two real numbers a < b are possible values of #(A&B), then we can
imagine all kind of intermediate situations, in which t(A&B) will take all
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the values intermediate between a and 0. As a result, for given #(A) and
t(B), the set of all possible values of (A& B) contains all intermediate
points. Therefore, it is an interval.

So, even if the degrees of belief in basic statements are precise, the
deorce.of belief in combined statements is best described by an interval.
(See. e.g., [41-43]).

So, the.knowledge in the knowledge base has interval uncertainty, and
the degrees of belief are also described as intervals. Therefore, if we ask
this expert system about the value of some quantity, most probably the
answer will also be an interval, and not a value. To what extent is this
answer reliable? This is described by the degree of belief in this answer.
This degree of belief is computed based on the initial degrees of belief (of
statements from the knowledge base). These initial degrees of belief are not
known precisely: we only know intervals that contain them. Therefore, the
resulting degree of belief will also not be known precisely: the only thing
that we can really generate is the interval of possible values of reliability.
So, when we ask a query, actually computations with intervals are going on
in the expert system. In other words, such expert systems actually perform
interval computations.

We have already mentioned that Al systems are aimed at solving gen-

eral problems that cannot be easily handled by the existing methods. No
wonder that the algorithms of Al are often very time-consuming. If we use
intervals instead of numbers, the computational complexity increases, and
the situation becomes even worse. So, parallelism is badly needed.

Fortunately, in the majority of the cases, there is a natural paralleliza-
tion: namely, our knowledge is usually (more or less) compartmentalized.
This means that when we look for a solution for a mathematical problem,
we know for sure that our knowledge of, e.g., ethics will not help. So, for
any given query, we do not need to look into all possible rules and facts
from the knowledge base: only into those that are relevant. So, if we have
several queries that are relevant to different parts of the knowledge base,
then in principle, we can handle them in parallel.

Even if we have one query, we can still obtain a speedup if we try to
relate this query with different parts of the knowledge base (this can be
done in parallel). If in an attempt to answer the query, the computer will
generate several auxiliary queries, they can also be answered in parallel.

L
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Such natural parallelizations are described, e.g., in [54] and [99].

We look at two examples:

1. For automated manufacturing, the object to control consists of sev-
eral instruments on the shop floor. These instruments are reasonably
independent, so it is possible to control them by assigning a proces-
sor to each of them, and reducing the communication between these
processors to the necessary minimum. The input comes from sensors,
so actually, for each variable, we know the interval of possible values.
Therefore, the rules that form a decision-making expert system are °
also formulated in terms of intervals. Corresponding parallelization
algorithms are described in [59].

2. For a general purposc medical system, the area of knowledge is natu-
rally divided into several subareas (corresponding to different medical
specializations), so here, a natural parallelization can be used. This
parallelization is presented in [41-43].

2.3.6 Spatially localized objects

In many problems, we are analyzing objects that are located in real (3-D)
space. The properties of real-life objects are often local in the following
sense: what happens to an object that is located at a point #, depends
mainly on the situation in a neighborhood of #. Therefore, if we have
several spatially separated objects, we can process the evolution of each
object in parallel (with only a little bit of communication required).

This idea can be used to solve partial differential equation (see, e.g.,
[85]). For example, if as part. of this solution, we must compute an in-
tegral, we can use several processors to compute the integral over several
subdomains, and then add up the results.

This idea does not always work because there are physical situations
when action-at-a-distance has to be taken into consideration (e.g., in ce-
lestial mechanics), but it works in many real-life situations.

Another area where this idea is helpful is computer graphics [44, 45,
67|. If we wish to generate an image that consists of several objects, we
must include:
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e how the objects interact,

e what is the intensity at different points,

e what is visible and what is not,

e how the objects cast ;shadows on one another,

e ctc.

All of these properties are parallelizable, e.g., to find an interaction of two
sizeable bodies, it is sufficient to divide the entire 3-D (or 2-D) domain
into several subdomains, and describe the interaction in each subdomain.
We can then employ several processors to -handle each subdomain. To
speed up interval methods, the subdivision is done not by halving, but at
the critical points of the curves and surfaces.

5,3.7 Monte-Carlo methods

In Monte-Carlo methods, we perform several simulations, and then process
the results z1,..., 2" of these simulations. These simulations are indepen-
dent, and therefore, they can execute on different processors in parallel
(see, e.g., [5, 12, 46-48]). In particular, in [12], this technique is applied
to Al problems (namely, to the problem of finding an interval of possible
values of degree of belief).

5.4 Parallelizing interval computation in synthesis
_problems

We have already mentioned that there are two types of synthesis problems:

o problems that require solving a system of equations (possibly includ-
ing inequalities), and

¢ optimization problems.

In the following subsections, we will describe how to parallelize the corre-
sponding interval computations.

Parallel Algorit

5.4.1 Solv

In the previo
rithms that s
the solution
scribed in [3,

Suppose t
to each varie
largest real n
At each iter:
each variable
we are dealin
T1T2 = 1), o1

. Since we knc
variables in t
. the values of

_ For exam
' 1/z9, we con

that r € (—
' 21 € [0.5,0.6]

These ite:
computation
Pendently (o
each variable
obtained fron

This inter

is an intersec
| the intervals
Maxz,. Com
in exactly the

1) divide t

2) the first
same ti:
second .



ich, A. Bernat

ction of two
-D) domain
subdomain.
lomain. To
ving, but at

hen process
ire indepen-
i In parallel
e is applied
. of possible

iynthesis

s problems:

ibly includ-

e the corre-

| parallel Algorithms for Interval Computations. . . 31

| 5.4.1 Solving a system of equations and inequalities in parallel

In the previous subsections, we described how to parallelize interval algo-
rithms that selve a system of equations. Let us describe how to parallelize

| the solution of a system of equations and inequalities. This idea was de-

i
i
1
|
!

|
1

l

!
|

]
|

i

scribed in [3, 74, 75].

Suppose that we have a system of equations and inequalities. Initially,
to each variable, let us assign an interval [~U,U] (here, U denotes the
largest real number that can be represented in the particular computer).
At each iterative step, for each variable z;, we decrease the interval for
each variable z;. The idea behind this iteration is as follows: suppose that
we are dealing with a variable z; (e.g., 1), and we have an equation (e.g,
z1Z9 = 1), or an inequality (e.g., z; < 0.3z5) that contains this variable.
Since we know the intervals that contain all possible values of all other
variables in the equation (e.g., z2) we can use this information to restrict
the values of z;.

For example, if we know that 25 € [1,2], then, from the equation z; =
1/z2, we conclude that z; € [0.5,1], and from the inequality z; < 0.3z,

that £; € (—00,0.6]. Combining these two estimates, we conclude that
z1 € [0.5,0.6]. :

These iterations can be easily parallelized because at each iteration,
computation for each equation and for each variable can be done inde-
pendently (on different processors). In order to obtain a new interval for
each variable x;, it remains only to take the intersection of the intervals
obtained from the different equations and inequalities that contain z;.

This intersection, in its turn, can also be parallelized. Indeed, what
is an intersection from a computational viewpoint? The intersection of
the intervals [z, z}] is an interval [z~ 2%] with z* = min zijand e
max £, . Computing the minimum m of n numbers can be done in parallel
in exactly the same way as we compute the sum of n numbers in parallel:

1) divide the set of numbers into two halves; .

2) the first processor computes the minimum m; of the first half; at the
same time, the second processor computes the minimum ms of the
second half; s
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3) compute m = min(mi, ma).

Similarly, the maxinni: . be computed in parallel.

5.4.2 Parallel inferval optimization

The main idea of parallelizing interval algorithms for solving optimization:
problems is relatively simple. Suppose that we are given a function f
defined on some area & C R", and we must find a value Z at which f
attains its maximum. Suppose also that we have two processors that call
work in parallel. Then, we can speedup our computations as follows: divide
the area € into two subareas (i and Q, find the maximum of f on each
of them, and then compare the results. If the first processor finishes i
computations faster than the second one, then we can again divide the
remaining area between the two processors. 1f we have more than tw
processors, then we can obtain an even greater speedup.

This idea has been efficiently applied in 8, 15, 32, 56, 57]. In particular
it is applied to finding local extrema: for functions of one variable (in [103]"

and in the general case [60].

5.5 Implicit parallelism

Up to now, we have described special parallelization techniques for intervé
computations. If none of them is applicable, we can try to apply generd
parallelization techniques to the particular case of interval computations

5.5.1 Applying general parallelization techniques

From the computer viewpoint, an interval is an ordered pair of real nut?

bers. So, every computer methodology that parallelizes operations wit
ordered finite sequences can be helpful here. This idea is brought to £
extreme in the works of Cooke, who proposed an ordered finite sequen’
(he calls it a bag) as the basic data type of his new high-level compuf!
language BagL. Parallelization ideas of BagL are thus directly app]icaﬁ

to interval computations [10, 11].
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5.5.2 Interval methods help to find what is parallelizable

Suppose that we cannot simply look at the algorithm and see that it is
parallelizable, i.e., it has several independent parts, and the known methods
of parallelization do not work. Looking for parallelizable parts is hard, but
routine, work. So maybe we can use the computer itself to parallelize the
algorithm? A computer understands only a very formal language. So, to
involve a computer, we must formulate the problem of finding independent
parts as a mathematical problem, and solve this problem (by using either
known mathematical techniques or some specially designed method).

- At first glance, the problem is extremely complicated. Programs can
be of arbitrary complexity, and analyzing them is tough. However, there
i1s a way to overcome this difficulty: A program written in a high-level
language consists of several straightforward computations and loops. It is
reasonably easy to check interdependency of straightforward computational
steps. However, these steps do not represent a big time problem, because
they are implemented only once. The main time-consuming part of an
algorithm is a loop. So, in order to really save time when parallelizing an
algorithm, we must be able to answer the following question: is there data
dependency in a loop, or a loop can be safely parallelized? In [112], this
question is reformulated as a mathemagtical problem, and this mathematical
problem is solved by interval methods.

5.5.3 Interval methods help to parallelize

When we discover that an algorithm is parallelizable, then we must actually
parallelize it, i.e., distribute the parallelizable jobs between the processors.
If we know the job lengths, then we can formulate this scheduling as a
precise mathematical problem. However, in real life, the job lengths are
not precisely known: we have only intervals of possible values.

In [58, 77], algorithms are given that schedule the jobs under this in-
terval uncertainty.

A different approach to dynamic load balancing is given in [15].

3 3akas 3
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5.5.4 We can save even more time if we do not start
- computations with full accuracy

In the above text, we counted the computation time in terms of elementary
operations. In reality, the time that is required for an elementary opera-
tion, depends on the accuracy required. Adding two double-precision real
numbers takes more time than adding two regular real numbers. Usually,
if we are interested in accurate results, we (out of caution) start with the
maximal possible precision. In many cases, such precision 1s unnecessary,

so we waste time.

The same problem appears when we choose a precision for auxiliary
problems that appear as part of our algorithm. For example, if we must
solve a system of linear equations as an intermediate step, then we usu-
ally solve it with the maximum precision possible, thus using much more
iterations than necessary.

' This makes sense for sequential computations, because who knows,
maybe for this particular problem maximum precision is necessary. But in
parallel computations, we are no longer required to do that. This idea was
proposed by Yakovlev in [114] and further developed and implemented by

Musaev ([68-72]):

1) we can start the computations with a reasonable precision (if we,
have enough processors at our disposal, we can at the same time
start computations with a better precision);

2) if at some point, the resulting precision is not sufficient, i.e., if the
intervals are too wide, then we will redo all the computations that
led to this particular point (or, if have already started computations
with a better precision, follow them further).

This way, we only redo the computations that influenced our results.

Computations in general can be compared with a wave: we pass data
from one processor, from one process, to another. In terms of this analogy,
we (if necessary) reverse the wave and start it anew. Because of this
comparison, methods that involve such processor communication are called

wave computations [114].
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, 5'6 Non-parallelizable algorithms & neural networks

f an algorithm that we are trying to parallelize is hard to make parallel
\(or if we do not have an algorithm in the first place), then we can follow
he idea that we outlined earlier: stop trying to parallelize the algorithm
éa,lld t_ry to find another (parallelizable) algorithm that computes the same
H-functwn y=f(z1,...,2,).

!L;' Since .1n1t1ally, we could not design a parallelizable algorithm that com-
gp“tes a given function f, this design is clearly not easy to find. Therefore,
Iwe cannot rely on our abilities and/or intuition to search for such an algo-
yithm. We must use a computer to help us design such an algorithm. A
}tomputer needs a very formal description of what is required. Therefore,

r@ must -formulate our design problem in mathematical terms. What does
¥parallelizable” means in these terms?

[ We begin by describing what “non-parallelizable” means. If we have a
ﬁequ.ence of computational steps, and one of them can be started before the
previous steps are done, then we can implement this step on a separate pro-
cessor 1 parallel with the previous steps. So, “non-parallelizable” means
jhat we have a long sequence of operations, and each operation cannot be
tarted before we are done with all the previous ones.

Since we are designing an entirely new algorithm, we will make it as
sarallelizable as possible. This means that the designed algorithm will not
ba,ve. any long non-parallelizable sequences. This algorithm must therefore
aon.‘iISt of a short sequence of simple “subroutines” (blocks) that pass their
fesults to each other, and that can easily work in parallel.

: Wha’c are these blocks? The simpler the faster, and thus the better.
he §1mplest possible algorithms that deal with real numbers are linear
lnctions (not only they are easy to compute, but, as we have seen, they
El‘e. also easily parallelizable). We cannot, however, take all our blocks’to be
Inear fl.m.ctions, because then the resulting paralle] algorithm will compute
‘mpositions of linear functions, and these compositions are always linear.

0, we need at least one non-linear block g if we want to compute a non-
I!neeu' function f.

A . . . .
S a non-linear block, we can have non-linear functions of one, two,

:
}?-C-, variables. The more variables, the longer it usually takes to compute
;ﬂ
f
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s function. Therefore, the simplest block is when we take a function of one :
one linear bl

variab : :
vaniabile () .| either before

Because we want to save on the computation time, we would like to! of functions «
choose functions g(z) whose computation take the smallest time. Usually,

computing different non-linear functions takes varying computational time. o If the ]
Therefore, it is reasonable to expect that there is only one non-linear func-| tions tl
tion g(z) whose computation takes the smallest possible time. In this case, et
all the non-linear blocks will compute this function and will therefore be: faces f
identical. space.

This “uniqueness” is more a guess than a theoretical conclusion. Hence, f(z,

it is quite possible that there is an entire family of different functions g() ollf the-1

with the same computational time. In this case, the only conclusionthat] Datied
we can make is that all the nonlinear functions belong to the same family: e
(and are in this sense similar). ; - tiail '

The previous analysis leads to the following conclusion: we must design% tions (i
our algorithm from building blocks of the following two types: Fl this prc

!
|
1) blocks that implement linear functions, i.e., that transform inpuf Therefore we

i
We have

2) non-linear blocks, le., that transform input z into output y = g(z} Sequent block
. 'j these compor

(where g is a non-linear function). :

B oo

z1,...,%, into output y = ap + @121 4+ 4 Apy;

——

=

A .
The computation time of a parallel algorithm is equal to the sum ol ) bofch lir

the running times of its consequent components. Therefore, the total con’ 2) both lir
putation time is minimized if we have the smallest number of consequeﬂf-:r
components. The fewer consequent components we have, the fewer corﬂf_l
munications that are needed, and, therefore, the communication time ¥
also minimized if we have fewer consequent components. !

! p ' The first, two

Among the building blocks that we just described, non-linear ones ta¥
more time. So, the fewer of them, the faster. Since we cannot do witho® 1. If both

3) one of t
after it.

them, we include at least one. If we had only several non-linear componel}h these ty

working in parallel, then we would never be able to compute a,nythiﬂ?-' linear fr

except functions of one variable. So, we also need some linear blocks " that suc
well. : )

3 : i M 2 Similar]

Let’s show that we must reserve time for at least two linear blot*: combing

. o . . i
Indeed, suppose that the total computation time consists of the tim¢ Univerg;
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. function of one one linear block plus the time of one non-linear block. The linear block is
either before the non-linear one or after it. In both cases only a limited set

e would like to| ,f functions can be computed.

t time. Usually |

putational time,{ e If the linear part is before the non-linear part, then the only func-
non-linear func.| tions that we can compute this way are f(z;,... ,Lq) = g(zo+ 1o +
ne. In this case,'1 ++++ ¢c,xy,). These functions have the property that their level sur-
vill therefore be% faces f(z1,...,%,) = const are (hyper-)planes in an n-dimensional

i space. For many important functions of several variables (even for
f(z1,z9) = 2125), this is not true.

1clusion. Hence,!

t functions g(z)l ¢ If the linear part is after the non-linear part, then the only functions

conclusion that{ that can be computed this way are f(21,...,2,) = ¢o + c1g1(x1) +

the same family| ++++Cngn(@n). Each of these functions has the following property: its

: partial derivatives §%f/ Ox;0z; = 0 if i # j. Many important func-

we must design tions (including the same function f (%1,22) = z129) do not satisfy
pes: this property.

transform input| Therefore we require at least two linear steps.

! We have just concluded that we need the time for at least three con-
)E sequent blocks: a non-linear step and two linear steps. In what order will

butput y = g(z) . g &
, these components be implemented? In general, there are three possibilities:

1 to the sum of 1) both linear steps are before the non-linear one;

e, the total com-% 2) both linear steps are after a non-linear one;
er of consequent
. the fewer con:g 3) one of the linear steps is before the non-linear one and the other is

mmication time I after it.

|
| The first two possibilities are inadequate for our purpose.
~linear ones tak

nnot do WithOu"! 1. If both linear steps are before a non-linear one, then we can combine

near Componen’fﬁ these two linear steps into one linear step (since composition of two
mpute anythiﬁf; linear functions is again a linear function), and we have already shown
linear blocks a that such algorithms are not universal.

] | 2. Similarly, if both linear steps follow a non-linear step, then we can
vo linear blocks . . . .
; j combine these two linear steps into one, and end up with a non-
ts of the time @ . :
L universal configuration.
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Therefore one linear step must be before the non-linear one and one after

Finally, we arrive at the following configuration:

1) input n numbers L1, - 29105 .
|

2) K linear elements generate the values yy = wr121+- - -+ Wkn%n +wg"[
1<k<K;

|

3) compute the values z; = g(yx), where g is a given non-linear functim?
(or z, = gr(yx), where all g; belong to a given family of non—hnea}

functions); rlr

: g o 2 |
4) compute a lmear combination of these values z;: y = Wy + Wiz 1
o+ Wgzk. |

As a result, we compute the following function:

k=1 =1

K n |
y=Wo+ > Wig (Z Wi + wko) : '

This configuration is exactly a 3-layer neural network.

Our justification of the above-given three-layer configuration was thal
fewer layers were not sufficient to represent an arbitrary function. Hornil
et al in [35] answer the sufficiency question for a 3-layer network by provin|
that an arbitrary continuous function f defined on an n-dimensional cub
can be, for every ¢ > 0, c-approximated by an appropriate neural networ]i'.gii

(What we described is a mainstream model of neural networks. In man|
cases, more complicated model are used.) }

A=

The results from [35] assume that the function g computed by a nol
linear component of a network is precisely known. In real life, Whethf’%
we compute it on a hardware device, or in software, we obtain only ol
approximation to g. In other words, instead of a function g, we know a
interval function G(z) = [¢7(z), g7(z)], and the only thing we know abolla
the actual g is that g(z) € G(z) for all z. Can we still find a neural netwoﬁ
design that will guarantee that we approximate a given function f Wlth!
given accuracy €7

Of course, if this interval is large, and the desired accuracy € is smal;
then we cannot guarantee thls accuracy. So, the question is: is it poss1b
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for every €, to find the design and the necessary accuracy of the component
neurons, 1.e., accuracy ¢ with which we can compute g, that will guarantee
computing f with accuracy 7.

The intuitive answer that comes to mind is “yes” (particular for those
familiar with approximation theory); this answer is proven in [92, 96].

Stated more formally: if we know a function f that relates zi,...,z,,
and y, the~n for every € > 0, there exists a neural network that computes a
function f(zi,...,z,) with a property that

~

|f(x1,. - 20) = f21,. .0, 2)| < e
Since the main problem that we are dealing with was the problem of
processing measurement results, we are talking about approximate mea-
surements, and so, if ¢ is small, it is quite sufficient to have a function that
is e-close to f.

This result proves that there exists such a neural network, but it does
not give an algorithm for constructing this network. Such an algorithm was
first described in [46, 53]. A modification of this algorithm is presented in
[63] and [73].

3.6.1 Neural computations & intervals

Suppose that we have already implemented an algorithm f (21,...,Zy) as
a neural network ang desire to solve the basic problem of interval compu-
tations for this algorithm: If we know the intervals X; of possible values
of z;, then what is the interval Y of possible values of y? This problem is .
described in [27].

Two solution strategies are:

N

1. Apply a method that is similar to the standard idea of interval com-
putations: follow the algorithm, and for all its components, i.e., for
linear combinations, and for g(x), compute the interval of possible
values of the result based on the input intervals.

Thus we obtain an interval F' O Y with no big increase in compu-
tation time. However, the resulting interval F' may be much wider
that Y.
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2. If the intervals are sufficiently narrow (so that terms quadratic in Az;,

can be neglected), there is another possibility: to apply a Monte-
Carlo style method {4648, 50]. This method requires that we run
several processes of computing f in parallel, and then process the
results. So, we need to duplicate the original neural network as many
times as we need to repeat the computations, and then add one more
neural network to process the results. In comparison with the first
idea, we spend more computation time and use more processors. But
as a result, we get the exact value of Y (or, to be more precise, the
value of ¥ that is accurate if we can neglect terms quadratic in Az;).

Several applicatons of these ideas have been presented.

o The general idea of how to apply neural networks to controlling plants

with interval uncertainty is described in [55]:

1) train a neural network to simulate an object;

2) apply minimization techniques to find the optimal control.

e [55] describes the problem of stabilizing vibrations in large space

structures.

e [76] describes a problem in radiation therapy: we have 360 pencil

beams. We must select the intensities so that the effect is desirable.
Neural network is used to learn how.to do that.

Improving interval estimates with
parallelism

The basic problem of interval computations, given an algorithm f and
intervals Xi,..., Xy, is to find an interval F O f(X;,...,X,). The tradi-
tional methodology to solve this problem consists of following an algorithm
f step-by-step, but using on each step operations with intervals instead of
operations with numbers. This methodology leads to overestimated inter-
vals F' because:
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' 1. The methodology does not take into consideration that we the inter-
!- vals that we obtained at the intermediate steps of an algorithm f,
" may not be independent. For example, if f =z — 2 and X = [0,1],
we subtract [0,1] from [0,1] using the formulae of interval arithmetic.
The result is F' = [~1,1], while the correct answer f(X) =[0,0]. -

| 2. If an algorithm has a branch, i.e., an if-then statement, then the set
‘of possible results is not an interval but a union of several disjoint
intervals that correspond to different cases. For example, if our al-
gorithm computes the square root of z; and then “if zo > 0 then
f = /z1 else f := —,/2z1”, then for X; = [1,2] and X, = [-1,1],
we have f(X1, Xs) = [-v?2,—1] U[1,+/2], while the smallest interval
that contains this set ([—v/2,v/2]) contains many extra elements.

In the next two subsections, we will describe methods that have been pro-
posed to overcome these problems and we will show how to parallelize these

. methods.

' 6.1 Hansen’s method

A method to overcome the first problem was proposed by Hansen in [2§].

i The main idea of Hansen’s method is that at each intermediate computa-

' tional step, we keep track of the dependency of the result of this step on
the input values z1,...,z,.

To be more precise, we assume that we have n intervals X;,..., X,
, Xn). At
each step, instead of intervals, we are dealing with “generalized intervals”
of the type A = (a,ay,...,an, A,), where a and a; are real numbers, and

| A, is a non-negative real number (that is supposed to bound the terms
| that are quadratic in Az;). This interval means that for arbitrary values

z; € X;, the value of the auxiliary variable a is equal to @ + a;Azy + -+ - +

(this representation coincides with linear order terms in Taylor series; a; is

i

!

k 0, ATy + ¢q, Where |gq| < Ay, Az; = & — x;, and Z; is the midpoint of X;
t

|

. a partial derivative of a with respect to z;).

In particular, since x; = &; — Ax;, we thus represent z; as

(5:1307 0% ¢ )07 —I(at the i-th pIacé)707 O aOaO)'
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Arithmetic operations are defined in a natural way.

o lfa=a+aAz1 4+ +a,Az, + ¢, lga| < Ay, and b = b+ blAml +
4 b Az, + g, Ile < B, thena+b= (a+b)+(a1+b1)A:v1+
(an + bn)Azy + (¢a + @) Since |gq + @] < |ga] + |gs] < A, + - By, wi
can define addition of generalized intervals as (&, d, 4,) + (b b ,By) =
(6+b,d+ b, A; + B!

e A similar formula works for subtraction:
(a,d, A)) -

(6,5,B,) = (6 — b,@ — b, 4, — B,).

e For multiplication, the formula is slightly more complicated: *

ab = (d—l—alAa:l—i— +anA:cn+qa)(l;+b1Ax1+ -+ b, Axn—l-q
= (a+a- Ax+qa)(b+b Ax+qb)—ab+(ab+ba) Az +gq ]

where ¢ = (d - Az + qa)(g- Ar + @) + (agy + I;qa). Since |Az;| < A
we can conclude that :

@ Az| =

la1Azy + -+ + a,A,| < la1]A1 4+ + |an| A,
Likewise, |b - Az| < |b1]A1 + - - -+ |ba] A,.. Therefore,
lal < (lafAs+ -+ |an|An + A) (11| A1 + -+ + [ba] Ay + B,) |

+lal4, + |b|B,
and we can define mulfiplication as

AB = (a,d, A,)(b,5, B,) = (ab,ab + b, (4B),) F.

where (AB), denotes the following expression: |
(lonfAr 4+ lan|An 4+ A ) (b1 Ay +- -+ by An + By) + [a| A, + [b| B}

e Similar estimates are obtained for division, and for the applicatio’f
of elementary functions.
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In the method as described, quadratic terms are bounded from above
by Ay and from below by —A,. There exists a version of this method in
which two different numbers are used for the lower and upper bounds.

Hansen’s method leads to much better estimates for F' than the tradi-
tional interval techniques. However the method takes excessive computa-
tional time: for every operation, we need at least n + 1 operations with
numbers instead of one. For large n, this is significant.

Addition and subtraction are defined component-wise, so we can use
n + 2 processors to make these additions and subtraction in parallel. For
multiplication C' = AB, computing ¢ and ¢ is also done component-wise
(and is thus parallelizable). Computing C, consists of computing two linear
combinations, and we already know how to parallelize such computations.
Since a vector part of the generalized interval contains partial derivatives,
the parallelization of this part is done in exactly the same manner as the
parallelization of automated differentiation.

6.2 Multi-interval computations and their
parallelization

If we wish to avoid the second problem, then, instead of an interval, we must
consider finite unions of intervals 7 = UI;. Such unions are termed mult:-
intervals. Arithmetic operations op and application of elementary functions
g are defined for multi-intervals 7 and 7 in the same manner as for regular
intervals: op(Z,J) = {op(z,y) |z € I,y € J} and g(Z) = {g(z) |z € T}.

If 7 = UI; and*J = UJ;, then in terms of component intervals I; and
Jj, these'operations take the following form:

e 9(Z) = Ug(I;); the result is a multi-interval with component intervals
g9(I;); For different 1, these intervals can be computed in parallel;

e op(Z,J) = Uop(I;, J;); the result is a multi-interval with components
Op(Ii, JJ)

The idea of computing multi-intervals in paralleal is described in [113]
(see also [93]), where it is shown that each elementary step of multi-interval
computation can be computed in parallel.
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e For ¢(7), component intervals I; for different i can be computed in
parallel. :

e For op(Z,J), component intervals op(I;, J;) for each pair (z,5) can
be computed in parallel.

6.3 Multiple methods and their parallelization

We have already mentioned that if we compute an estimate F for
f(X1,...,X,) using different techniques, and then take the intersection,
this will often result in a better estimate F. By “using different tech-
niques”, we mean one of the following options:

e applying one and the same method (e.g., naive interval computa-

tions) to different expressions that represent the same function f
(e.g., z1(x2 + z3) as opposed to z1z9 + z123); or

e applying different version of a method (e.g., different interval iterative
algorithms) to one and the same expression; or

e applying different methods (e.g., naive interval computations and
Hansen’s method) to one and the same expression; or

¢ applying different methdos to different expressions.

Since all these methods can be run in parallel, we do not lose any
computational time. An important particular case of this idea ([118]) is
when parallel computers actually compute different sets containing the
desired results: e.g., one computer computes a rectangle that contains the
desired pair (z1,22), another computer computes a circle, the third one
uses ellipsoid arithmetic to compute an ellipsoid that contains (zi,zs),
and the fourth may compute an analytical expression for the result. These
parallel processes represent, so to say, different aspects of localization, so
their simultaneous computation is called multi-aspectness in ([118]).

Some of these methods are iterative; for example, some interval com-
putation techniques for finding a root z of a function lead to a sequence of
decreasing intervals each of which contain the desired root. On each step,
we use the previously computed interval to compute the updated (smaller)
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one. If we have several iterative algorithms working in parallel, then as
soon as one of them computes a new iteration (i.e., a new locus for z), it
can forward this locus to other algorithms, and these other algorithms can
use this locus in their own computations (this idea is called recomputation).
Thus, we have another example of wave computations. These (and similar)
ideas were described in [114-118] (they can be used in conjunction with
the above-described case of wave computations).

It is not necessary to wait until the very end of computation to calculate
this intersection. Suppose, e.g., that we are solving a differential equation
(or a system of such equations). The majority of methods for solving these
equations consist of computing the values of the unknown functions Z(#),
Z(tp+At), ..., in consequent moments of time. If we use different methods
with the same integration step At, then after each step, we can intersect the
intervals obtained by different methods and thus obtain a better interval
estimate for z(¢). This idea allows us to avoid the “wrapping effect” for
differential equations (see, e.g., [62, 116, 117]).

This idea can be also used as a test for the consistency of the original
problem (if the intersection is empty, then this problem is inconsistent),
and if we know that the problem is consistent, as an additional test for
errors (if we know that a problem is consistent, and the intersection is
empty, that means that we have made a mistake somewhere).

7 Hardware

We have already mentioned that the efficiency of a parallelization depends
essentially on how many communication steps we need. Since a communi-
cation step usually takes much more time than a computation step, each
parallelization that creates new communication steps runs the risk that
the communication time will exceed the expected decrease in computation
time, and therefore, the resulting algorithm will not be efficient. So, the
problem of choosing an approproate hardware is crucial for the success of
a parallel algorithm. ‘

In this section, we will briefly describe the existing choices, both for
the general case and for specific parallel interval algorithms. These specific
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architectures will be described in the same order in which the corresponding
algorithms were described in the text.

7.1 (General case

For a general case, the possibility of using transputers for interval com-
putations is described in [13]. More precisely, this paper deals with the
possibility of adding the possibility of parallel computation on transputers
to the interval modification of Pascal, PASCAL-XSC.

7.2 Interval linear operations

One can use transputers and s1ill gain a reasonable speedup ([13, 100]).
Another possibility is to use a more specialized hardware.

When we are solving interval linear problems, the main computational
operations are linear operations with real numbers. Therefore, we can use
hardware that is specially taylored to linear operations: so-called wector
processors. They are efficient for normal linear comiputations, and it turns
out that they are very helpful for interval linear computations as well (see,
e.g., [89]).

Vector progcessors are usually designed with operations on real numbers
in mind: This design may be the best in terms of the speedup of linear
operations with real numbers, but not in terms of operations of intervals.

So, it is desirable to design a vector processor that will be specially suited
for linear interval computations.

We have already mentioned that the typical linear operation

f(x1,...,2,) consists of computing the value ciz; + - -+ + c,z,. In other
words, a typical linear operation is a scalar (dot) product c - z, where
c=(c1,..-,¢,) and z = (xy,...,2,). An ideal processor for computing an

interval scalar product is described in [6] and [51].

Linear operations are important not only because we often need to
estimate the value f(X),...,X,) for a linear function f, but also because
linear operations are part of other (more complicated) algorithms. These
algorithms include different operations with vectors and matrices (e.g.,
solving a system of linear equations). [37] and [38] described how to design
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. yector processor that would compute the matrix and vector operations
ifﬂﬁt and with correct interval estimates.

7.3 Al applications

One of the main sources of parallelism in AI applications is that in these
applications, a knowledge base can be often divided into several weakly
elated parts. Therefore, we can assign to each part a processor that would
handle this part of the database. The key, therefore, is the inter-processor
connection scheme.

If two parts have something in common, so that from time to time, the
corresponding processors need to exchange information, then we better
imake a direct link between them, so that the communication will take
only one step. On the other hand, if two parts have practically nothing in
common, and therefore hardly even communicate with each other, then it
rakes no sense to add a link (because an extra link has to be maintained,
and this “eats up” additional computer time). So, the graph of connections
etween the processors must be ideally the same as the graph of connections
vetween the parts. This specialized (domain-dependent) architecture is

. ldescribed, e.g., in [54] and [99)].

7.4 Monte-Carlo methods

A specific feature of Monte-Carlo methods is that they practically do not
require any communication at all: each of the processors computes f inde-
pendently, and we only need communication at two moments of time:

¢ in the beginning, when we pass the data to all the processors, and

e at the end, when we collect the results y* from all the processors,
and process them to compute y. ;

Since there is no necessity for complicated protocols (that use processor
E‘time), so the ideal architecture for Monte-Carlo problems would require
10 protocols at all: we just pass the data, and then collect it. Such an
architecture is described in [46-48].
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|

If we must use a non-ideal architecture, we must design the routing |
algorithms that will be the best for Monte-Carlo applications. Such routing |
is described in [101] and [102]. t
|
!
In addition to transputers [9], the main choice here is between centralt
(master-slave) and truly distributed computing. Each of this methods has {
4

7.5 Optimization problems

its advantages and’disadvantages (a comparison is made in {32]).

o In master-slave configurations, the central processor is in control all
the time. '

— The advantage is that the central processor has all the informa- |
tion about all the processors, and can thus make truly optimal |
decisions on the job distribution.

— The disadvantage is that the only way for two neigboring pro-
cessors to communicate with each other is to ask the permission
of the central “bureaucrat”.

o In truly distributing computing, procesors can frecly communicate
and share resources.

— The main advantage is that this configuration enables the neigh-
boring processors to share the workload with practically no time
wasted on delayed communications with the center.

— The main disadvantage is that in such a system, there is no one |
to see the big picture, and to suggest non-trivial optimal global |
L ! 4 . |
job distribution. :

An ideal possibility would be to combine the advantages of both approaches |
(this avoiding the drawbacks of both anarchy and autocracy), but how to|
do this is an open problem.

7.6 Neural networks z
i:

The very idea of a neural network, in which only two basic operations ar¢|
performed, prompts the necessity for a special hardware. Several hardware |
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implementations of neural networks are known. A hardware idea that is
taylored to interval neural computations is described in [27].

8 Software

Since parallellism is so important for interval computations, it would be
nice to have a programming language for parallel interval computations.
There exist several interval extensions of well-known programming lan-

guages (PASCAL-XSC, C-XSC, etc). A parallel extension of PASCAL-
XSC is described in [14].

For further ideas, see [117]. For a more general parallel language, see
[10, 11]. -
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